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Abstract—The work described in this paper consists of a 
temperature tracking system that follows a Client-Server 
architecture. A RaspberryPi, a System-on-a-Chip (SoC) device, 
is responsible for sensing the temperature and streaming it to a 
server; the readings then are displayed in a mobile android 
application. For this system, a python application was 
developed to sense and stream the temperature, a servlet was 
developed to read and store the temperature in a SQLite 
database, and a mobile Android application was developed to 
read and display the temperature readings from the server. 
The initial versions of the project used the SoC device as a 
server (storing temperature readings into a local SQLite 
database), and both the SoC device and the mobile device 
needed to be connected in a local area network. However, the 
project was further developed to separate the server 
responsibilities from the SoC device. The system now supports 
user authentication, and both devices are connected through 
the Internet. This implementation allows the temperature 
readings to be viewed and displayed anytime from anywhere in 
the world since the database is hosted on a server which can be 
accessed over the internet. Also, this solution allows multiple 
SoC devices to stream temperatures to the server, to different 
mobile clients using the same database. The Android client 
application was also implemented to graphically show the 
temperature readings recorded by RaspberryPi using RESTful 
architecture. Moreover, an alert message notification was 
implemented in Android application so that a user is notified 
whenever the temperature reading reaches the preset 
threshold. On the other hand, the smart chair system has 
brilliant commercial prospects, which can be helpful to build 
health care products with the help of wearable sensors,
intelligent refrigerator/oven temperature tracking system and 
etc.
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I. INTRODUCTION 

The Internet of Things (IoT) involves connecting objects to 
internet so that the information related to the objects can be 
accessed at anytime from anywhere. The motivation of this
project is to develop a device that makes temperature 
readings available over internet. We developed a system that 
helps address overheating issues that can occur in a home 
environment, or at a server warehouse. Heat generated by 
electronic devices must be dissipated in order to prevent 
premature failure. Although electronic devices have heat-

dissipating mechanisms, sometimes they are not enough to 
effectively solve the issue. 

Most electronic devices include a cooling system that 
expels heated air out while letting fresh air move in. 
However, when such a device is in an environment with 
insufficient airflow, the surrounding air gets hotter and 
further increases the temperature of the environment, 
causing the equipment to overheat. 

On smart devices, such as a server cluster, there are 
sensors that will detect when the device is overheating and 
will shut itself down to prevent damage to its inside 
components. However, these sensors will track the 
temperature of the device only and will not be aware of the 
environment's temperature (i.e. server closet), where the 
problem might reside. The temperature tracking system we 
developed can be used to provide information that will help 
administrators or users diagnose the problem, and remediate 
it before the device takes drastic measures (such as turning 
itself off).

Furthermore, this system can also be used in a home 
environment. Most houses have a thermostat that controls
the air conditioner to make sure the room is always at the 
desired temperature. However, this will only work 
effectively at rooms where the thermostat is present. At 
rooms without a thermostat, the system can be used to spot 
the difference between the desired temperature and the 
actual temperature of the room; the user can then use this 
information to try to remediate the problem by increasing 
airflow in air conditioning ducts in rooms that have uneven 
air conditioning. 

The device used to sense the temperature is the 
Raspberry Pi as show in Fig. 1, and a circuit had to be 
assembled and connected through its GPIO. The Raspberry 
Pi was chosen for this project due to its small size and vast 
availability of third party sensors, extensions and accessible 
APIs. In this system, the following components were
assembled and connected to the Raspberry Pi (shown in Fig. 
2):

� Temperature sensor TMP36
� MCP3008 interface chip
� Breadboard
� Wi-Fi dongle
� GPIO to breadboard interface.
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The TMP36 sensor was hardwired into the MCP3008
interface chip, which was responsible for providing digital 
input to the Raspberry Pi. The Plotly Python API and Scripts
[1] were used and modified to poll and stream the 
temperature readings to a servlet. The servlet reads the 
information streamed from the python application and stores
it in a SQLite database on the device. In order to successfully 
stream the temperature, the python application streams the 
temperature under a username and password (different SoC
devices from different users stream the readings to the same 
server), the servlet then authenticates the credentials before 
storing the temperature readings; readings are only stored if 
the authentication was successful. Another servlet was also 
implemented to process the requests from the client 
application, and provide the temperature readings in JSON 
format.

Fig 1. RaspberryPi System-On-a-Chip

Fig 2. Components of Temperature Tracking System

An Android mobile application was developed as the 
client side, to obtain the temperature data for from the server; 
the application obtains the data in JSON format wirelessly, 
and once the data is obtained, the Android application 
displays a graph showing the temperature readings of any 
given day. Also, the application has the option to set a 
temperature threshold, and if this threshold is reached, the 
application will notify the user even if the application is 
running in the background.

The remaining of the paper is organized as follows. In 
Section II, we discuss some related works. Section III
describes the high level implementation of the project and 
describes the tools used. Section IV describes the actual 
implementation with design diagrams of both the server and 
client application. Section V discusses the performance 
evaluation of the system. We conclude the paper and discuss 
some future extensions of the system in Section VI.

II. RELATED WORKS

Internet of Things (IoT) has emerged as a new internet 
paradigm, which allows various physical entities in the world 
to connect with each other. The observed or generated 

information of these entities have a great potential to provide 
useful knowledge across different service domains, such as 
building management, energy-saving systems, surveillance 
services, smart homes, smart cities, etc. [2 - 5]. IoT was 
coined in 1999 by Kevin Ashton, who is the cofounder of 
Auto-ID center at the Massachusetts Institute of Technology 
(MIT) [6]. Now, IoT represents a technological revolution, 
which includes several advanced technologies, such as 
identification and contactless data exchange (RFID [7], and 
Near Field Communication (NFC) [8]), wireless sensor 
networks [9], short-range wireless communication (ZigBee 
[10] and Bluetooth [11]), and universal mobile accessibility 
(Wi-Fi hotspots [12] and cellular networks [13]). 

In this project, we built a temperature tracking system, a 
case study of IoT applications. One related temperature-
tracking project has been completed by Boonsawat et al. in 
[14], where Arduino microcontroller board [15] was used. 
The project consisted of several Arduino boards which 
transmitted the temperature to the master node with ZigBee 
shields. The RaspberryPi [16] can serve a similar purpose, 
however unlike Arduino, the RaspberryPi can also serve as a 
stand alone web server with Tomcat application server on the 
local network. This can obviate the need to use third party 
RESTful Web APIs [17] if the data is to be accessed locally.
Hence, in this project we adopt RaspberryPi using RESTful 
architecture to implement temperature-tracking system.

III. SYSTEM/NETWORK MODEL AND ENVORONMENT

A. System/Network Model:
The initial versions of the project had the SoC device 
working as a server, and both the SoC device and Android 
mobile device needed to be connected on the same local area 
network, as the Fig. 3 shows.

However, the project was further developed beyond our 
initial plans. The system now supports user authentication, 
devices are connected through the internet and temperature 
readings are viewed and displayed from a server which is 
accessed over the internet anytime from anywhere in the 
world, as Fig. 4 shows.

In Fig. 4, the python application streams the readings to a 
java servlet. The servlet then authenticates the credentials 
provided by the python application’s post request and stores 
the data in the SQLite database. On the client side, the 
android application requests the temperature readings from 
another java servlet, providing the credentials that the user 
typed at the log-in screen. The servlet authenticates the 
credentials and sends the temperature readings in JSON 
format to the android application. The android application 
retrieves new temperature readings at every 3 minutes (live 
readings), and readings are collected by the Raspberry Pi at 
every minute.

B. Tools and Environment: 
The android application was developed using the Java 
programming language, using the GraphView library [18] to 
draw the graphs that display the temperature readings. And 
the JSON library in Java [19] was used to send and parse the 
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temperature readings. Android Studio was used to develop 
the android application, and the Eclipse IDE was used to 
develop the Servlet Java application. Previously, the 
temperature readings were polled at every few seconds and 
the python application would run for unlimited time. 
However this approach is not reliable because if an error 
occurs during execution of the script, the temperature 
readings are terminated. This issue was fixed by establishing 
a timed execution of the python application, where the 
execution is controlled by the Linux Kernel of the 
Raspberry Pi (Raspbian OS [20]), a web-based interface for 
Unix system administration was used (Webmin [21])) to run 
the python application at every minute (Cron Job [22]). 

Fig 3. The original version of the system. 

IV. METHODOLOGY AND IMPLEMENTATION

Our solution consists of two parts; the first part is the Web 
Service that runs in the cloud. The Web Service was 
implemented as a Java Servlet and runs on Tomcat 
application container. The second part consists of an Android 
Application, which acts as a client for the web service. Table 
1 describes all system requirements for the project. 

Fig 4. The new version of the system.

A. Design of the Web Service 

The web service was developed as five separate Java 
Servlets, which run on Tomcat application container as 

depicted in Fig. 5.  Servlet named “NewRecord” accepts a 
POST request with user credentials and temperature reading 
as parameters and stores it into a SQLite database. Servlet 
“RaspberryPi” outputs all the temperature readings in JSON 
format.  Servlets “Authenticate” and “CreateUser” are used 
to authenticate and register new users of the web service. 

Table 1. System Requirements 
Requirement Description
Read temperature from 
sensor

The python application running in the 
Raspberry Pi will collect data from 
the temperature sensor

Send temperature 
readings to our server 
and insert into SQLite 
database 

The python application running in the 
Raspberry Pi will connect to our 
server in the cloud and POST a 
temperature reading into a SQLite 
database

Read the data from 
SQLite and output it in 
JSON format

Java web service that reads the 
temperature readings stored in the 
SQLite database and output them in 
JSON format.

Retrieve and parse 
JSON data

The android application retrieves and 
parses the temperature readings from 
Web service in JSON format.

Displaying and scaling 
the graph with 
temperature readings

The android application displays a 
graph with readings of the current 
day. Scaling is done automatically 
based on the range of data available.

View graphs from other 
days with previous/next 
buttons

The android application allows the 
user see the temperature graphs from 
other days, if there’s data available in 
that day.

Login screen and 
progress bar of data 
transmission between 
android application and 
server

The android application allows the 
user to log in using his e-mail address 
and specify the server’s IP address. 
After the login screen, a progress bar 
is shown to display the status of data 
transmission.

Authentication/Registra
tion of users

The mobile application will let new 
users create an account which can be 
used with our web service. 
Afterwards, they can authenticate 
with their credentials. 

Temperature threshold 
warnings

The application will let the user set a 
temperature threshold and will warn 
the user if it’s reached. 

Web service 
authentication

The web service will authenticate the 
user first, before either retrieving the 
data, or inserting a new record into 
the database.

B. Design of the Web Service 

The web service was developed as five separate Java 
Servlets, which run on Tomcat application container as 
depicted in Fig. 5.  Servlet named “NewRecord” accepts a 
POST request with user credentials and temperature reading 
as parameters and stores it into a SQLite database. Servlet 
“RaspberryPi” outputs all the temperature readings in JSON 
format.  Servlets “Authenticate” and “CreateUser” are used 
to authenticate and register new users of the web service. 
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C. JSON output from the Web Service 
When “RaspberryPi” servlet is requested all the temperature 
readings are displayed in JSON format as described in Fig. 
6.  The Servlet outputs a JSON array called “temperature”. 
The array consists of objects, each of which contains three 
key-value pairs. The first key-value pair is “date” which 
represents the date the temperature was recorded, the second 
key-value pair represents the actual temperature in 
Fahrenheit and the last pair represents the ID of the record.  

Fig 5. The web servlet class UML diagram. 

"temperature": [ 

{"date": "2014-10-06 03:05:24.025496", "temp": "74.3", "id": 1}, 

{"date": "2014-10-06 03:05:29.160119", "temp": "74.8", "id": 2}, 

{"date": "2014-10-06 03:05:34.310643", "temp": "74.3", "id": 3}, 

{"date": "2014-10-06 03:05:39.470450", "temp": "74.8", "id": 4}]            

Fig 6. JSON format of temperature readings. 

D. Design of the Android Application 

Fig. 7 depicts the high level UML class diagram of the 
android application. JsonTask class is an asynchronous task, 
which periodically polls the server for updates, which it then 
passes to TemperatureActivity class. TemperatureActivity 
class uses GraphView library to display properly formatted 
graph of the temperature throughout the day.  

E. Layout Screens and Technical Details: 
To display the temperature readings, the GraphView library 
[18] was used. Readings for every day were stored in a 
Hashmap data structure, and then passed to the API 
methods. Swipe gestures using the standard android library 
were implemented, which trigger events that cause the graph 
to change according to the previous or next day available; 
this is done by searching the Hashmap data structure for the 
next or previous available day, and then calling the 
GraphView API methods to display a new graph (as shown 
in Fig. 8). When the button Change Scale is pressed, the 
graph is re-displayed with a new scale (either Fahrenheit or 
Celsius). The Data flow of the application is summarized in 
Fig. 9.

Fig 8. Application displaying the hourly graph 

Fig 9. Data Flow Diagram 

As Fig. 10 shows, when the button “Set Threshold” is 
pressed, a dialog appears where the user can chose a 
maximum limit for the temperature. If that limit is reached, 
then a warning will appear for the user warning that the 
threshold has been reached (shown in Fig. 11). The 
component used to scroll through the threshold options is a 
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NumberPicker, where the user can swipe up and down to 
choose the desired value. Also, the user can reset the 
threshold by selecting the option “Reset” and then pressing 
the ok button. 

Fig 7. UML Class Diagram. 

V. PERFORMANCE EVALUATION

The temperature tracking system has the disadvantage that it 
needs Internet connection in order to view the latest 
readings. However, to access the achieved readings from 
previous days internet is not required. The android 
application is one of the most interesting components, filled 
with interesting features, where the following are the most 
distinguishable features: 

� Temperature threshold: 
The android application allows the user to set a maximum 
limit for the temperature. If that limit is reached, the 
application will display a message informing him/her that 
the temperature has reached the limit. 
� Refresh graph with latest readings: 

The android application re-loads the graph representing 
the readings of the current day, with the latest data 
available.

      
Fig 10. Displaying number picker to set the threshold 

Fig 11. Displaying the threshold reached message 

� Temperature conversion: 
The android application allows the user to press a button, 
which will convert the temperature from Fahrenheit to 
Celsius, and display the new graph. Also, since all the 
functionalities were developed in time, the following 
functionalities were also developed to further improve the 
mobile application’s performance, reliability and user 
comfort. 
� Users connect to Raspberry Pi through internet: 
A hosted Web Service was developed so that multiple 
users are able to access the temperature readings from the 
Raspberry Pi through the Internet without the previous 
limitation of being on the same network as Android 
client. Also, the python application was modified to 
stream the temperature to the hosted web service, rather 
than storing it in a local database. 
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� User authentication in Web service: 
Since access to the readings is provided through the 
internet, user authentication is essential. The Web service 
authenticates the data first before sending the temperature 
readings to the client application. Temperature readings 
are streamed under different user names, which allow the 
database at the hosted server to store readings for 
multiple users, and yet each client application only 
displays the readings belonging to the username informed 
at the initial log-in screen. 
� Swipe gestures 
To navigate through the days where each graph is shown, 
the user can now swipe left and right, instead of using the 
previous/next buttons. 

VI. CONCLUSION AND FUTURE WORK

In conclusion, we would like to point out that we, as a team, 
have gained invaluable knowledge in hardware design, 
prototyping and python scripting.  After developing this 
project we have identified a simpler and cheaper alternative 
to RaspberryPi, which is Texas Instruments (TI) LaunchPad, 
i.e., MSP-EXP432P401R [23]. This LaunchPad is low 
powered but with high performance controller. In future we 
are interested to develop the same project based on TI 
LaunchPad instead of RaspberryPi, just so that we can gain 
more knowledge in hardware prototyping and further cutting 
the budget and energy consumption. By using a different 
board, we would only have to re-write the code for the TI 
LaunchPad to send Http POST request to our Web Service. 
The architecture as it stands now is very robust and uses 
open protocols for data exchange such as JSON. This makes 
modifying or using a different board much easier in future. 
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